## 第5章

### **1、P64**

将图5.2修改为：

![](data:image/png;base64,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)

### **2、P73**

（1）将第4行代码“@Repository("TestDao")”修改为：

@Repository("testDao")

（2）将TestService接口的代码修改为：

package com.statement.service;

public interface TestService {

public void test();

}

（3）将TestServiceImpl实现类的代码修改为：

package com.statement.service;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import com.statement.dao.TestDao;

@Service("testService")

public class TestServiceImpl implements TestService{

@Autowired

private TestDao testDao;

@Override

public void test() {

String deleteSql ="delete from user";

String saveSql = "insert into user values(?,?,?)";

Object param[] = {1,"chenheng","男"};

testDao.delete(deleteSql, null);

testDao.save(saveSql, param);

//插入两条主键重复的数据

testDao.save(saveSql, param);

}

}

### **3、P74**

将StatementController类的代码修改为：

package com.statement.controller;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Controller;

import com.statement.service.TestService;

@Controller

public class StatementController {

@Autowired

private TestService testService;

public void test() {

testService.test();

}

}

### **4、P76**

将测试类XMLTest的代码修改为：

package com.statement.test;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.statement.controller.StatementController;

public class XMLTest {

public static void main(String[] args) {

ApplicationContext appCon =

new ClassPathXmlApplicationContext("/com/statement/xml/XMLstatementapplicationContext.xml");

StatementController ct = (StatementController)appCon.getBean("statementController");

ct.test();

}

}

### **5、P76**

倒数第8-11行删除

### **6、P78**

将添加@Transactional注解后的TestServiceImpl类的代码修改为：

package com.statement.service;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.statement.dao.TestDao;

@Service("testService")

@Transactional

//加上注解@Transactional,就可以指定这个类需要受Spring的事务管理

//注意@Transactional只能针对public属性范围内的方法添加

public class TestServiceImpl implements TestService{

@Autowired

private TestDao testDao;

@Override

public void test() {

String deleteSql ="delete from user";

String saveSql = "insert into user values(?,?,?)";

Object param[] = {1,"chenheng","男"};

testDao.delete(deleteSql, null);

testDao.save(saveSql, param);

//插入两条主键重复的数据

testDao.save(saveSql, param);

}

}

### **7、P78**

新增5.3.3节

### **5.3.3 如何在事务处理中捕获异常**

声明式事务处理的流程是：（1）Spring根据配置完成事务定义，设置事务属性。（2）执行开发者的代码逻辑。（3）如果开发者的代码产生异常（如主键重复）并且满足事务回滚的配置条件，则事务回滚；否则，事务提交。（4）事务资源释放。

现在的问题是，如果开发者在代码逻辑中加入了try...catch...语句，Spring还能不能在声明式事务处理中正常得到事务回滚的异常信息？答案是不能。例如，我们将5.3.1节和5.3.2节中TestServiceImpl实现类的test方法的代码修改如下：

@Override

public void test() {

String deleteSql ="delete from user";

String saveSql = "insert into user values(?,?,?)";

Object param[] = {1,"chenheng","男"};

try {

testDao.delete(deleteSql, null);

testDao.save(saveSql, param);

//插入两条主键重复的数据

testDao.save(saveSql, param);

} catch (Exception e) {

System.out.println("主键重复，事务回滚。");

}

}

这时，我们再运行测试类，发现主键重复但事务并没有回滚。这是因为默认情况下，Spring只在发生未被捕获的RuntimeExcetpion时才回滚事务。现在，如何在事务处理中捕获异常呢？下面从声明式事务管理的两种实现方式来说明。

**1．在基于XML方式的声明式事务管理中捕获异常**

在基于XML方式的声明式事务管理中捕获异常，需要补充两个步骤。

（1）修改声明事务的配置

针对5.3.1节，我们需要将XMLstatementapplicationContext.xml文件中的代码“<tx:method name="\*"/>”修改为：

<tx:method name="\*" rollback-for="java.lang.Exception"/>

<!-- rollback-for属性指定回滚生效的异常类，多个异常类逗号分隔；no-rollback-for属性指定回滚失效的异常类-->

（2）在catch语句中添加“throw new RuntimeException();”语句，如下代码：

@Override

public void test() {

String deleteSql ="delete from user";

String saveSql = "insert into user values(?,?,?)";

Object param[] = {1,"chenheng","男"};

try {

testDao.delete(deleteSql, null);

testDao.save(saveSql, param);

//插入两条主键重复的数据

testDao.save(saveSql, param);

} catch (Exception e) {

System.out.println("主键重复，事务回滚。");

throw new RuntimeException();

}

}

**2．在基于@Transaction注解的声明式事务管理中捕获异常**

在基于@Transaction注解的声明式事务管理中，也同样需要补充两个步骤。

（1）修改@Transactional注解

针对5.3.2节，我们需要将TestServiceImpl类中的@Transactional注解修改为：

@Transactional(rollbackFor= {Exception.class})

//rollbackFor指定回滚生效的异常类，多个异常类逗号分隔;

//noRollbackFor指定回滚失效的异常类

（2）也需要在catch语句中添加“throw new RuntimeException();”语句。

**注意：**在实际工程应用中，经常在catch语句中添加“TransactionAspectSupport.currentTransactionStatus().setRollbackOnly();”语句即可。也就是说，不需要在XML配置文件tx:method元素中添加rollback-for属性或在@Transaction注解中添加rollbackFor属性。

## 第7章

### **1、P107**

倒数第二行的“tinyint(2)”修改为“int(10)”

### **2、P108**

第四行的“tinyint(2)”修改为“int(10)”

### **3、P108**

第七行的“tinyint(2)”修改为“int(10)”

### **4、P113**

第十二行的“tinyint(2)”修改为“int(10)”

### **5、P113**

第十四行的“tinyint(2)”修改为“int(10)”

### **6、P117**

倒数第十行的“tinyint(2)”修改为“int(10)”

### **7、P117**

倒数第2、3、4行的“tinyint(2)”修改为“int(10)”